**1.2.1 Big Oh Notation**

-

A convenient way of describing the growth rate of a function and hence the time complexity of an algorithm.

Let n be the size of the input and *f* (*n*), *g*(*n*) be positive functions of n.

**DEF.Big Oh**. *f* (*n*) is *O*(*g*(*n*)) if and only if there exists a real, positive constant *C*and a positive integer *n*0 such that

*f* (*n*) ![$\displaystyle \leq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAAZACoAQARiUMlJq71YsWREyaDQNA5YLWiqqofpvnAsUw2QEHOu73wfMwsA4rXpMHKMQGNR8lWUHZxzSq1ar1hMQTrbAJgyxsDGfUEF5VgCQJoqFy3nOa0TGIbZiWDP7/c/eYGCg4SFPREAOw==)*Cg*(*n*) ![$\displaystyle \forall$](data:image/gif;base64,R0lGODlhFAAXAOMAAAAAAJmZmXd3d+7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAUABcAQARdMMlJq5ULrJv3lQ1QSEDznWhFEE3brumkAEpsX0xwBsxn9BaGAZU5TA4am4CQIAhuEx10SqVIdxdB7aN4XrrZ7YemKJtFKORgMgAYUwimhIC4CRM/aCbkuRkAQx8RADs=)   *n![$\displaystyle \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)n*0

* Note that *O*(*g*(*n*)) is a class of functions.
* The "Oh" notation specifies asymptotic upper bounds
* *O*(1) refers to constant time. *O*(*n*) indicates linear time; *O*(*n*k) (k fixed) refers to polynomial time; *O*(log *n*) is called logarithmic time; *O*(2n) refers to exponential time, etc.

**1.2.2 Examples**

* Let f(n) = n2 + n + 5. Then

-

f(n) is O(n2)

-

f(n) is O(n3)

-

f(n) is not O(n)

* Let f(n) = 3n

-

f(n) is O(4n)

-

f(n) is not O(2n)

* If f1(n) is O(g1(n)) and f2(n) is O(g2(n)), then

-

f1(n) + f2(n) is O(max(g1(n), g2(n)))

**1.2.3 An Example: Complexity of Mergesort**

Mergesort is a divide and conquer algorithm, as outlined below. Note that the function *mergesort* calls itself *recursively*. Let us try to determine the time complexity of this algorithm.

**list** mergesort (**list** L, **int** n);

            {

**if** (n = = 1)

**return** (L)

**else** {

                Split L into two halves L1 and L2 ;

**return** (merge (mergesort (L1, ![$ {\frac{n}{2}}$](data:image/gif;base64,R0lGODlhFQAsAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAVACwAQASHcMlJq70LCJkO/mAoMYVonqhEPFLDng0xraiSLE1RnsaBPA8BIkUsThAIBWCYeYUSgBYgeDNaTw+NdFNzNK7gsHhMVgwGNoRDFho6dg2AwWSYSgqKRkB0VvkGbGQUAISFhlGCFkECXzwOcwsIAHsmD2ySlCgJBYEmApwSmSANB4ediaipqqoRADs=)), (mergesort (L2, ![$ {\frac{n}{2}}$](data:image/gif;base64,R0lGODlhFQAsAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAVACwAQASHcMlJq70LCJkO/mAoMYVonqhEPFLDng0xraiSLE1RnsaBPA8BIkUsThAIBWCYeYUSgBYgeDNaTw+NdFNzNK7gsHhMVgwGNoRDFho6dg2AwWSYSgqKRkB0VvkGbGQUAISFhlGCFkECXzwOcwsIAHsmD2ySlCgJBYEmApwSmSANB4ediaipqqoRADs=)))

                    }

             }

Let T(n) be the running time of Mergesort on an input list of size n. Then,

|  |  |  |  |
| --- | --- | --- | --- |
| *T*(*n*) | $\displaystyle \leq$ | *C*1  (if  *n* = 1)    (*C*1 is a constant) |  |
|  | $\displaystyle \leq$ | $\displaystyle \underbrace{2 \space T \space \left(\frac{n}{2}\right)}_{\mbox{ two recursive \space calls}}^{}\,$+ $\displaystyle \underbrace{C_2 n}_{\mbox{cost \space of \space merging}}^{}\,$  (if  *n* > 1) |  |

If n = 2k for some k, it can be shown that

*T*(*n*) ![$\displaystyle \leq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAAZACoAQARiUMlJq71YsWREyaDQNA5YLWiqqofpvnAsUw2QEHOu73wfMwsA4rXpMHKMQGNR8lWUHZxzSq1ar1hMQTrbAJgyxsDGfUEF5VgCQJoqFy3nOa0TGIbZiWDP7/c/eYGCg4SFPREAOw==) 2k*T*(1) + *C*2*k*2k

That is, *T*(*n*) is *O*(*n*log *n*).   
 

|  |
| --- |
| **Figure 1.1:** Growth rates of some functions |
| \begin{figure}\centerline{\psfig{figure=figures/Fgrowthrate.ps}}\end{figure} |

 

|  |
| --- |
| **Table 1.1:** Growth rate of functions |
| |  |  |  |  | | --- | --- | --- | --- | |  | Maximum Problem Size that can be solved in | | | | T(n) | 100 | 1000 | 10000 | |  | Time Units | Time Units | Time Units | |  |  |  |  | | 100 n | 1 | 10 | 100 | |  |  |  |  | | 5 n2 | 5 | 14 | 45 | |  |  |  |  | | n3/2 | 7 | 12 | 27 | |  |  |  |  | | 2n | 8 | 10 | 13 | |  |  |  |  | |

## 1.2.4 Role of the Constant

## The constant C that appears in the definition of the asymptotic upper bounds is very important. It depends on the algorithm, machine, compiler, etc. It is to be noted that the big "Oh" notation gives only asymptotic complexity. As such, a polynomial time algorithm with a large value of the constant may turn out to be much less efficient than an exponential time algorithm (with a small constant) for the range of interest of the input values. See Figure [1.1](http://lcm.csa.iisc.ernet.in/dsa/node7.html#fig:growthrate) and also Table 1.1.

**1.2.5 Worst Case, Average Case, and Amortized Complexity**

* **Worst case Running Time**: The behavior of the algorithm with respect to the worst possible case of the input instance. The worst-case running time of an algorithm is an upper bound on the running time for any input. Knowing it gives us a guarantee that the algorithm will never take any longer. There is no need to make an educated guess about the running time.
* **Average case Running Time**: The expected behavior when the input is randomly drawn from a given distribution. The average-case running time of an algorithm is an estimate of the running time for an "average" input. Computation of average-case running time entails knowing all possible input sequences, the probability distribution of occurrence of these sequences, and the running times for the individual sequences. Often it is assumed that all inputs of a given size are equally likely.
* **Amortized Running Time** Here the time required to perform a sequence of (related) operations is averaged over all the operations performed. Amortized analysis can be used to show that the average cost of an operation is small, if one averages over a sequence of operations, even though a simple operation might be expensive. Amortized analysis guarantees the average performance of each operation in the worst case.

1.

For example, consider the problem of finding the minimum element in a list of elements.

Worst case = O(n)

Average case = O(n)

2.

Quick sort

Worst case = O(n2)

Average case = O(n log n)

3.

Merge Sort, Heap Sort

Worst case = O(n log n)

Average case = O(n log n)

4.

Bubble sort

Worst case = O(n2)

Average case = O(n2)

5.

Binary Search Tree: Search for an element

Worst case = O(n)

Average case = O(log n)

**1.2.6 Big Omega and Big Theta Notations**

The ![$ \Omega$](data:image/gif;base64,R0lGODlhFwAXAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAXABcAQASAcMlJq7UJlLsIAAYnGcBTCYNoPUKrCIQqBYDDNV/DId9HCT1ATEbkKDTDieFwCHEYAIEIKuVkqpWCI2mpNhiUh0KCwBbP6LR6kTgMdLMDA87xgC4Z8DM65V+OKRwHAAEiH04VGWMqBQcWJAgqVQoJFQc6BHpdLQIbEwkvnZFrHBEAOw==)notation specifies asymptotic lower bounds.

**DEF.** **Big Omega**. *f* (*n*) is said to be ![$ \Omega$](data:image/gif;base64,R0lGODlhFwAXAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAXABcAQASAcMlJq7UJlLsIAAYnGcBTCYNoPUKrCIQqBYDDNV/DId9HCT1ATEbkKDTDieFwCHEYAIEIKuVkqpWCI2mpNhiUh0KCwBbP6LR6kTgMdLMDA87xgC4Z8DM65V+OKRwHAAEiH04VGWMqBQcWJAgqVQoJFQc6BHpdLQIbEwkvnZFrHBEAOw==)(*g*(*n*)) if ![$ \exists$](data:image/gif;base64,R0lGODlhFAAYAOMAAAAAAJmZmXd3d1VVVaqqqoiIiGZmZv///0RERN3d3bu7uwAAAAAAAAAAAAAAAAAAACH5BAEAAAcALAAAAAAUABgAQAQ+8MhJq71VIcyP7mCYbSL1lSUhrOxqkKgHW4li33Yxl2fs/zFVq0X49VBH3o4SADifz2UoKaJOpRIDdDsAWiIAOw==)a positive real constant C and a positive integer *n*0 such that

*f* (*n*) ![$\displaystyle \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)*Cg*(*n*)   ![$\displaystyle \forall$](data:image/gif;base64,R0lGODlhFAAXAOMAAAAAAJmZmXd3d+7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAUABcAQARdMMlJq5ULrJv3lQ1QSEDznWhFEE3brumkAEpsX0xwBsxn9BaGAZU5TA4am4CQIAhuEx10SqVIdxdB7aN4XrrZ7YemKJtFKORgMgAYUwimhIC4CRM/aCbkuRkAQx8RADs=)  *n* ![$\displaystyle \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)*n*0

An Alternative Definition : *f* (*n*) is said to be ![$ \Omega$](data:image/gif;base64,R0lGODlhFwAXAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAXABcAQASAcMlJq7UJlLsIAAYnGcBTCYNoPUKrCIQqBYDDNV/DId9HCT1ATEbkKDTDieFwCHEYAIEIKuVkqpWCI2mpNhiUh0KCwBbP6LR6kTgMdLMDA87xgC4Z8DM65V+OKRwHAAEiH04VGWMqBQcWJAgqVQoJFQc6BHpdLQIbEwkvnZFrHBEAOw==)(*g*(*n*)) iff ![$ \exists$](data:image/gif;base64,R0lGODlhFAAYAOMAAAAAAJmZmXd3d1VVVaqqqoiIiGZmZv///0RERN3d3bu7uwAAAAAAAAAAAAAAAAAAACH5BAEAAAcALAAAAAAUABgAQAQ+8MhJq71VIcyP7mCYbSL1lSUhrOxqkKgHW4li33Yxl2fs/zFVq0X49VBH3o4SADifz2UoKaJOpRIDdDsAWiIAOw==)a positive real constant C such that

*f* (*n*) ![$\displaystyle \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)*Cg*(*n*)  for infinitely many values of *n*.

The ![$ \Theta$](data:image/gif;base64,R0lGODlhGAAWAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAYABYAQASJcMlJq73LAYQJcNjiAeECAE85PUKrpOrCAMJz3jd7qo3AcAsEQ9CIGWMBQMKSDJQSAEZpNsAoaASCJSv4hAyHQ9FSOBiO6DQ6cBBoRYKDU4X4vCuDTagBOJQOAHMWeTUJD4eIhl1+FzM1BQyRkgU6JBdJUiEzCpo0GDaZIWycFQpyaAQILQF3FhEAOw==)notation describes asymptotic tight bounds.

**DEF.** **Big Theta**. *f* (*n*) is ![$ \Theta$](data:image/gif;base64,R0lGODlhGAAWAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAYABYAQASJcMlJq73LAYQJcNjiAeECAE85PUKrpOrCAMJz3jd7qo3AcAsEQ9CIGWMBQMKSDJQSAEZpNsAoaASCJSv4hAyHQ9FSOBiO6DQ6cBBoRYKDU4X4vCuDTagBOJQOAHMWeTUJD4eIhl1+FzM1BQyRkgU6JBdJUiEzCpo0GDaZIWycFQpyaAQILQF3FhEAOw==)(*g*(*n*)) iff ![$ \exists$](data:image/gif;base64,R0lGODlhFAAYAOMAAAAAAJmZmXd3d1VVVaqqqoiIiGZmZv///0RERN3d3bu7uwAAAAAAAAAAAAAAAAAAACH5BAEAAAcALAAAAAAUABgAQAQ+8MhJq71VIcyP7mCYbSL1lSUhrOxqkKgHW4li33Yxl2fs/zFVq0X49VBH3o4SADifz2UoKaJOpRIDdDsAWiIAOw==)positive real constants C1 and C2 and a positive integer n0, such that

*C*1*g*(*n*) ![$\displaystyle \leq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAAZACoAQARiUMlJq71YsWREyaDQNA5YLWiqqofpvnAsUw2QEHOu73wfMwsA4rXpMHKMQGNR8lWUHZxzSq1ar1hMQTrbAJgyxsDGfUEF5VgCQJoqFy3nOa0TGIbZiWDP7/c/eYGCg4SFPREAOw==)*f* (*n*) ![$\displaystyle \leq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAAZACoAQARiUMlJq71YsWREyaDQNA5YLWiqqofpvnAsUw2QEHOu73wfMwsA4rXpMHKMQGNR8lWUHZxzSq1ar1hMQTrbAJgyxsDGfUEF5VgCQJoqFy3nOa0TGIbZiWDP7/c/eYGCg4SFPREAOw==)*C*2*g*(*n*)   ![$\displaystyle \forall$](data:image/gif;base64,R0lGODlhFAAXAOMAAAAAAJmZmXd3d+7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAUABcAQARdMMlJq5ULrJv3lQ1QSEDznWhFEE3brumkAEpsX0xwBsxn9BaGAZU5TA4am4CQIAhuEx10SqVIdxdB7aN4XrrZ7YemKJtFKORgMgAYUwimhIC4CRM/aCbkuRkAQx8RADs=) *n* ![$\displaystyle \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)*n*0

**1.2.7 An Example:**

Let *f* (*n*) = 2*n*2 + 4*n* + 10. *f* (*n*) is O(n2). For,

*f* (*n*) ![$ \leq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAAZACoAQARiUMlJq71YsWREyaDQNA5YLWiqqofpvnAsUw2QEHOu73wfMwsA4rXpMHKMQGNR8lWUHZxzSq1ar1hMQTrbAJgyxsDGfUEF5VgCQJoqFy3nOa0TGIbZiWDP7/c/eYGCg4SFPREAOw==) 3*n*2![$ \forall$](data:image/gif;base64,R0lGODlhFAAXAOMAAAAAAJmZmXd3d+7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAUABcAQARdMMlJq5ULrJv3lQ1QSEDznWhFEE3brumkAEpsX0xwBsxn9BaGAZU5TA4am4CQIAhuEx10SqVIdxdB7aN4XrrZ7YemKJtFKORgMgAYUwimhIC4CRM/aCbkuRkAQx8RADs=)  *n![$ \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)* 6

Thus, C = 3 and *n*0 = 6

Also,

*f* (*n*) ![$ \leq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAAZACoAQARiUMlJq71YsWREyaDQNA5YLWiqqofpvnAsUw2QEHOu73wfMwsA4rXpMHKMQGNR8lWUHZxzSq1ar1hMQTrbAJgyxsDGfUEF5VgCQJoqFy3nOa0TGIbZiWDP7/c/eYGCg4SFPREAOw==) 4*n*2![$ \forall$](data:image/gif;base64,R0lGODlhFAAXAOMAAAAAAJmZmXd3d+7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAUABcAQARdMMlJq5ULrJv3lQ1QSEDznWhFEE3brumkAEpsX0xwBsxn9BaGAZU5TA4am4CQIAhuEx10SqVIdxdB7aN4XrrZ7YemKJtFKORgMgAYUwimhIC4CRM/aCbkuRkAQx8RADs=)  *n![$ \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)* 4

Thus, *C* = 4 and *n*0 = 4

*f* (*n*) is O(n3)

In fact, if *f* (*n*) is *O*(*n*k) for some *k*, it is *O*(*n*h) for *h* > *k*

*f* (*n*) is not *O*(*n*).

Suppose ![$ \exists$](data:image/gif;base64,R0lGODlhFAAYAOMAAAAAAJmZmXd3d1VVVaqqqoiIiGZmZv///0RERN3d3bu7uwAAAAAAAAAAAAAAAAAAACH5BAEAAAcALAAAAAAUABgAQAQ+8MhJq71VIcyP7mCYbSL1lSUhrOxqkKgHW4li33Yxl2fs/zFVq0X49VBH3o4SADifz2UoKaJOpRIDdDsAWiIAOw==) a constant C such that    
                            2*n*2 + 4*n* + 10 ![$\displaystyle \leq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d1VVVe7u7szMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAACH5BAEAAAoALAAAAAAZACoAQARiUMlJq71YsWREyaDQNA5YLWiqqofpvnAsUw2QEHOu73wfMwsA4rXpMHKMQGNR8lWUHZxzSq1ar1hMQTrbAJgyxsDGfUEF5VgCQJoqFy3nOa0TGIbZiWDP7/c/eYGCg4SFPREAOw==)*Cn![$\displaystyle \forall$](data:image/gif;base64,R0lGODlhFAAXAOMAAAAAAJmZmXd3d+7u7jMzM8zMzKqqqoiIiGZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAUABcAQARdMMlJq5ULrJv3lQ1QSEDznWhFEE3brumkAEpsX0xwBsxn9BaGAZU5TA4am4CQIAhuEx10SqVIdxdB7aN4XrrZ7YemKJtFKORgMgAYUwimhIC4CRM/aCbkuRkAQx8RADs=)n![$\displaystyle \geq$](data:image/gif;base64,R0lGODlhGQAqAOMAAAAAAJmZmXd3d+7u7jMzM8zMzBEREaqqqmZmZv///0RERN3d3SIiIru7uwAAAAAAACH5BAEAAAkALAAAAAAZACoAQARfMMlJq710BaYa/tWCGMgCWkqqrutxvnAsz3JgGC6t73wfA4yAzzLYdHwig6Dw2gAEg6F0Sq1arzDPUAQ4Sm0E4ZehjPK4CqasgHiaY5uyDlDC0gT4vF6vtvv/gIGCVREAOw==)n*0   
This can be easily seen to lead to a contradiction. Thus, we have that:

*f* (*n*) is ![$ \Omega$](data:image/gif;base64,R0lGODlhFwAXAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAXABcAQASAcMlJq7UJlLsIAAYnGcBTCYNoPUKrCIQqBYDDNV/DId9HCT1ATEbkKDTDieFwCHEYAIEIKuVkqpWCI2mpNhiUh0KCwBbP6LR6kTgMdLMDA87xgC4Z8DM65V+OKRwHAAEiH04VGWMqBQcWJAgqVQoJFQc6BHpdLQIbEwkvnZFrHBEAOw==)(*n*2) and *f* (*n*) is ![$ \Theta$](data:image/gif;base64,R0lGODlhGAAWAOMAAAAAAJmZmXd3d1VVVe7u7jMzM8zMzBEREaqqqoiIiGZmZv///0RERN3d3SIiIru7uyH5BAEAAAsALAAAAAAYABYAQASJcMlJq73LAYQJcNjiAeECAE85PUKrpOrCAMJz3jd7qo3AcAsEQ9CIGWMBQMKSDJQSAEZpNsAoaASCJSv4hAyHQ9FSOBiO6DQ6cBBoRYKDU4X4vCuDTagBOJQOAHMWeTUJD4eIhl1+FzM1BQyRkgU6JBdJUiEzCpo0GDaZIWycFQpyaAQILQF3FhEAOw==)(*n*2)

## 1.2.4 Role of the Constant

The constant C that appears in the definition of the asymptotic upper bounds is very important. It depends on the algorithm, machine, compiler, etc. It is to be noted that the big "Oh" notation gives only asymptotic complexity. As such, a polynomial time algorithm with a large value of the constant may turn out to be much less efficient than an exponential time algorithm (with a small constant) for the range of interest of the input values. See Figure [1.1](http://lcm.csa.iisc.ernet.in/dsa/node7.html#fig:growthrate) and also Table 1.1.